**Liver Disease Prediction**

**Content**

This data set contains 416 liver patient records and 167 non liver patient records collected from North East of Andhra Pradesh, India. The "Dataset" column is a class label used to divide groups into liver patient (liver disease) or not (no disease). This data set contains 441 male patient records and 142 female patient records.

Any patient whose age exceeded 89 is listed as being of age "90".

Columns:

* Age of the patient
* Gender of the patient
* Total Bilirubin
* Direct Bilirubin
* Alkaline Phosphotase
* Alamine Aminotransferase
* Aspartate Aminotransferase
* Total Protiens
* Albumin
* Albumin and Globulin Ratio
* Dataset: field used to split the data into two sets (patient with liver disease, or no disease)

In [1]:

*# Importing Libraries:*

**import** pandas **as** pd

**import** numpy **as** np

**import** seaborn **as** sns

**import** matplotlib.pyplot **as** plt

In [2]:

*# for displaying all feature from dataset:*

pd**.**pandas**.**set\_option('display.max\_columns', **None**)

In [3]:

*# Reading Dataset:*

dataset **=** pd**.**read\_csv("C:/Users/91739/PycharmProjects/Liver-Disease-Prediction-Project-main/Dataset/Liver\_data.csv")

*# Top 5 records:*

dataset**.**head()

Out[3]:

|  | **Age** | **Gender** | **Total\_Bilirubin** | **Direct\_Bilirubin** | **Alkaline\_Phosphotase** | **Alamine\_Aminotransferase** | **Aspartate\_Aminotransferase** | **Total\_Protiens** | **Albumin** | **Albumin\_and\_Globulin\_Ratio** | **Dataset** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **0** | 65 | Female | 0.7 | 0.1 | 187 | 16 | 18 | 6.8 | 3.3 | 0.90 | 1 |
| **1** | 62 | Male | 10.9 | 5.5 | 699 | 64 | 100 | 7.5 | 3.2 | 0.74 | 1 |
| **2** | 62 | Male | 7.3 | 4.1 | 490 | 60 | 68 | 7.0 | 3.3 | 0.89 | 1 |
| **3** | 58 | Male | 1.0 | 0.4 | 182 | 14 | 20 | 6.8 | 3.4 | 1.00 | 1 |
| **4** | 72 | Male | 3.9 | 2.0 | 195 | 27 | 59 | 7.3 | 2.4 | 0.40 | 1 |
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*# Last 5 records:*

dataset**.**tail()

Out[4]:

|  | **Age** | **Gender** | **Total\_Bilirubin** | **Direct\_Bilirubin** | **Alkaline\_Phosphotase** | **Alamine\_Aminotransferase** | **Aspartate\_Aminotransferase** | **Total\_Protiens** | **Albumin** | **Albumin\_and\_Globulin\_Ratio** | **Dataset** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **578** | 60 | Male | 0.5 | 0.1 | 500 | 20 | 34 | 5.9 | 1.6 | 0.37 | 2 |
| **579** | 40 | Male | 0.6 | 0.1 | 98 | 35 | 31 | 6.0 | 3.2 | 1.10 | 1 |
| **580** | 52 | Male | 0.8 | 0.2 | 245 | 48 | 49 | 6.4 | 3.2 | 1.00 | 1 |
| **581** | 31 | Male | 1.3 | 0.5 | 184 | 29 | 32 | 6.8 | 3.4 | 1.00 | 1 |
| **582** | 38 | Male | 1.0 | 0.3 | 216 | 21 | 24 | 7.3 | 4.4 | 1.50 | 2 |

In [5]:

*# Shape of dataset:*

dataset**.**shape

Out[5]:

(583, 11)

In [6]:

*# Cheaking Missing (NaN) Values:*

dataset**.**isnull()**.**sum()

Out[6]:

Age 0

Gender 0

Total\_Bilirubin 0

Direct\_Bilirubin 0

Alkaline\_Phosphotase 0

Alamine\_Aminotransferase 0

Aspartate\_Aminotransferase 0

Total\_Protiens 0

Albumin 0

Albumin\_and\_Globulin\_Ratio 4

Dataset 0

dtype: int64

* 'Albumin\_and\_Globulin\_Ratio' feature contain 4 NaN values.
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*# Mean & Median of "Albumin\_and\_Globulin\_Ratio" feature:*

print(dataset['Albumin\_and\_Globulin\_Ratio']**.**median())

print(dataset['Albumin\_and\_Globulin\_Ratio']**.**mean())

0.93

0.9470639032815201

In [8]:

*# Filling NaN Values of "Albumin\_and\_Globulin\_Ratio" feature with Median :*

dataset['Albumin\_and\_Globulin\_Ratio'] **=** dataset['Albumin\_and\_Globulin\_Ratio']**.**fillna(dataset['Albumin\_and\_Globulin\_Ratio']**.**median())

In [9]:

*# Datatypes:*

dataset**.**dtypes

Out[9]:

Age int64

Gender object

Total\_Bilirubin float64

Direct\_Bilirubin float64

Alkaline\_Phosphotase int64

Alamine\_Aminotransferase int64

Aspartate\_Aminotransferase int64

Total\_Protiens float64

Albumin float64

Albumin\_and\_Globulin\_Ratio float64

Dataset int64

dtype: object
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*# Description:*

dataset**.**describe()

Out[10]:

|  | **Age** | **Total\_Bilirubin** | **Direct\_Bilirubin** | **Alkaline\_Phosphotase** | **Alamine\_Aminotransferase** | **Aspartate\_Aminotransferase** | **Total\_Protiens** | **Albumin** | **Albumin\_and\_Globulin\_Ratio** | **Dataset** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **count** | 583.000000 | 583.000000 | 583.000000 | 583.000000 | 583.000000 | 583.000000 | 583.000000 | 583.000000 | 583.000000 | 583.000000 |
| **mean** | 44.746141 | 3.298799 | 1.486106 | 290.576329 | 80.713551 | 109.910806 | 6.483190 | 3.141852 | 0.946947 | 1.286449 |
| **std** | 16.189833 | 6.209522 | 2.808498 | 242.937989 | 182.620356 | 288.918529 | 1.085451 | 0.795519 | 0.318495 | 0.452490 |
| **min** | 4.000000 | 0.400000 | 0.100000 | 63.000000 | 10.000000 | 10.000000 | 2.700000 | 0.900000 | 0.300000 | 1.000000 |
| **25%** | 33.000000 | 0.800000 | 0.200000 | 175.500000 | 23.000000 | 25.000000 | 5.800000 | 2.600000 | 0.700000 | 1.000000 |
| **50%** | 45.000000 | 1.000000 | 0.300000 | 208.000000 | 35.000000 | 42.000000 | 6.600000 | 3.100000 | 0.930000 | 1.000000 |
| **75%** | 58.000000 | 2.600000 | 1.300000 | 298.000000 | 60.500000 | 87.000000 | 7.200000 | 3.800000 | 1.100000 | 2.000000 |
| **max** | 90.000000 | 75.000000 | 19.700000 | 2110.000000 | 2000.000000 | 4929.000000 | 9.600000 | 5.500000 | 2.800000 | 2.000000 |
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*# Target feature:*

print("Liver Disease Patients :", dataset['Dataset']**.**value\_counts()[1])

print("Non Liver Disease Patients :", dataset['Dataset']**.**value\_counts()[2])

*# Visualization:*

sns**.**countplot(dataset['Dataset'])

plt**.**show()

Liver Disease Patients : 416

Non Liver Disease Patients : 167

C:\Users\91739\anaconda3\lib\site-packages\seaborn\\_decorators.py:36: FutureWarning: Pass the following variable as a keyword arg: x. From version 0.12, the only valid positional argument will be `data`, and passing other arguments without an explicit keyword will result in an error or misinterpretation.

warnings.warn(
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In [12]:

*# Histrogram of Age:*

plt**.**figure(figsize**=**(8,5))

sns**.**histplot(dataset['Age'], kde**=True**)

plt**.**title('Age', fontsize**=**20)

plt**.**show()
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In [13]:

dataset**.**head()

Out[13]:

|  | **Age** | **Gender** | **Total\_Bilirubin** | **Direct\_Bilirubin** | **Alkaline\_Phosphotase** | **Alamine\_Aminotransferase** | **Aspartate\_Aminotransferase** | **Total\_Protiens** | **Albumin** | **Albumin\_and\_Globulin\_Ratio** | **Dataset** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **0** | 65 | Female | 0.7 | 0.1 | 187 | 16 | 18 | 6.8 | 3.3 | 0.90 | 1 |
| **1** | 62 | Male | 10.9 | 5.5 | 699 | 64 | 100 | 7.5 | 3.2 | 0.74 | 1 |
| **2** | 62 | Male | 7.3 | 4.1 | 490 | 60 | 68 | 7.0 | 3.3 | 0.89 | 1 |
| **3** | 58 | Male | 1.0 | 0.4 | 182 | 14 | 20 | 6.8 | 3.4 | 1.00 | 1 |
| **4** | 72 | Male | 3.9 | 2.0 | 195 | 27 | 59 | 7.3 | 2.4 | 0.40 | 1 |

In [14]:

*# Gender feature:*

print("Total Male :", dataset['Gender']**.**value\_counts()[0])

print("Total Female :", dataset['Gender']**.**value\_counts()[1])

*# Visualization:*

sns**.**countplot(dataset['Gender'])

plt**.**show()

Total Male : 441

Total Female : 142

C:\Users\91739\anaconda3\lib\site-packages\seaborn\\_decorators.py:36: FutureWarning: Pass the following variable as a keyword arg: x. From version 0.12, the only valid positional argument will be `data`, and passing other arguments without an explicit keyword will result in an error or misinterpretation.

warnings.warn(
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In [15]:

*# Printing How many Unique values present in each feature:*

**for** feature **in** dataset**.**columns:

print(feature,":", len(dataset[feature]**.**unique()))

Age : 72

Gender : 2

Total\_Bilirubin : 113

Direct\_Bilirubin : 80

Alkaline\_Phosphotase : 263

Alamine\_Aminotransferase : 152

Aspartate\_Aminotransferase : 177

Total\_Protiens : 58

Albumin : 40

Albumin\_and\_Globulin\_Ratio : 69

Dataset : 2

In [16]:

*# Label Encoding*

dataset['Gender'] **=** np**.**where(dataset['Gender']**==**'Male', 1,0)

In [17]:

dataset**.**head()

Out[17]:

|  | **Age** | **Gender** | **Total\_Bilirubin** | **Direct\_Bilirubin** | **Alkaline\_Phosphotase** | **Alamine\_Aminotransferase** | **Aspartate\_Aminotransferase** | **Total\_Protiens** | **Albumin** | **Albumin\_and\_Globulin\_Ratio** | **Dataset** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **0** | 65 | 0 | 0.7 | 0.1 | 187 | 16 | 18 | 6.8 | 3.3 | 0.90 | 1 |
| **1** | 62 | 1 | 10.9 | 5.5 | 699 | 64 | 100 | 7.5 | 3.2 | 0.74 | 1 |
| **2** | 62 | 1 | 7.3 | 4.1 | 490 | 60 | 68 | 7.0 | 3.3 | 0.89 | 1 |
| **3** | 58 | 1 | 1.0 | 0.4 | 182 | 14 | 20 | 6.8 | 3.4 | 1.00 | 1 |
| **4** | 72 | 1 | 3.9 | 2.0 | 195 | 27 | 59 | 7.3 | 2.4 | 0.40 | 1 |

In [18]:

*# Correlation using Heatmap:*

plt**.**figure(figsize**=**(12,8))

sns**.**heatmap(dataset**.**corr(), annot**=True**, cmap**=**'YlGnBu')

plt**.**show()
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**There is Multi-Collinearity found on our dataset.**

In [19]:

dataset**.**columns

Out[19]:

Index(['Age', 'Gender', 'Total\_Bilirubin', 'Direct\_Bilirubin',

'Alkaline\_Phosphotase', 'Alamine\_Aminotransferase',

'Aspartate\_Aminotransferase', 'Total\_Protiens', 'Albumin',

'Albumin\_and\_Globulin\_Ratio', 'Dataset'],

dtype='object')

1. Multicollinearity betwwen **'Total\_Bilirubin'** and **'Direct\_Bilirubin'** is **0.87%**
2. Multicollinearity betwwen **'Alamine\_Aminotransferase'** and **'Aspartate\_Aminotransferase'**is **0.79%**
3. Multicollinearity betwwen **'Total\_Protiens'** and **'Albumin'** is **0.78%**
4. Multicollinearity betwwen **'Albumin'** and **'Albumin\_and\_Globulin\_Ratio'** is **0.69%**

Usually we drop that feature which has above 0.85% multicollinearity between two independent feature. Here we have only 'Total\_Bilirubin' and 'Direct\_Bilirubin' feature which has 0.87% mutlicollinearity. So we drop one of the feature from them and other independent feature has less multicollinearity, less than 0.80% So we keep that feature.

In [20]:

*# Droping 'Direct\_Bilirubin' feature:*

dataset **=** dataset**.**drop('Direct\_Bilirubin', axis**=**1)

In [21]:

dataset**.**columns

Out[21]:

Index(['Age', 'Gender', 'Total\_Bilirubin', 'Alkaline\_Phosphotase',

'Alamine\_Aminotransferase', 'Aspartate\_Aminotransferase',

'Total\_Protiens', 'Albumin', 'Albumin\_and\_Globulin\_Ratio', 'Dataset'],

dtype='object')

In [22]:

sns**.**distplot(dataset['Albumin'])

C:\Users\91739\anaconda3\lib\site-packages\seaborn\distributions.py:2557: FutureWarning: `distplot` is a deprecated function and will be removed in a future version. Please adapt your code to use either `displot` (a figure-level function with similar flexibility) or `histplot` (an axes-level function for histograms).

warnings.warn(msg, FutureWarning)

Out[22]:

![](data:image/png;base64,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)

In [23]:

*# Calculate the boundaries of Total\_Protiens feature which differentiates the outliers:*

uppper\_boundary**=**dataset['Total\_Protiens']**.**mean() **+** 3**\*** dataset['Total\_Protiens']**.**std()

lower\_boundary**=**dataset['Total\_Protiens']**.**mean() **-** 3**\*** dataset['Total\_Protiens']**.**std()

print(dataset['Total\_Protiens']**.**mean())

print(lower\_boundary)

print(uppper\_boundary)

6.483190394511151

3.2268359424407524

9.73954484658155

In [24]:

*##### Calculate the boundaries of Albumin feature which differentiates the outliers:*

uppper\_boundary**=**dataset['Albumin']**.**mean() **+** 3**\*** dataset['Albumin']**.**std()

lower\_boundary**=**dataset['Albumin']**.**mean() **-** 3**\*** dataset['Albumin']**.**std()

print(dataset['Albumin']**.**mean())

print(lower\_boundary)

print(uppper\_boundary)

3.14185248713551

0.7552960692434287

5.528408905027591

In [25]:

*# Lets compute the Interquantile range of Total\_Bilirubin feature to calculate the boundaries:*

IQR **=** dataset**.**Total\_Bilirubin**.**quantile(0.75)**-**dataset**.**Total\_Bilirubin**.**quantile(0.25)

*# Extreme outliers*

lower\_bridge **=** dataset['Total\_Bilirubin']**.**quantile(0.25) **-** (IQR**\***3)

upper\_bridge **=** dataset['Total\_Bilirubin']**.**quantile(0.75) **+** (IQR**\***3)

print(lower\_bridge)

print(upper\_bridge)

*# if value greater than upper bridge, we replace that value with upper\_bridge value:*

dataset**.**loc[dataset['Total\_Bilirubin'] **>=** upper\_bridge, 'Total\_Bilirubin'] **=** upper\_bridge

-4.6000000000000005

8.0

In [26]:

*# Lets compute the Interquantile range of Alkaline\_Phosphotase feature to calculate the boundaries:*

IQR **=** dataset**.**Alkaline\_Phosphotase**.**quantile(0.75) **-** dataset**.**Alkaline\_Phosphotase**.**quantile(0.25)

*# Extreme outliers*

lower\_bridge **=** dataset['Alkaline\_Phosphotase']**.**quantile(0.25) **-** (IQR**\***3)

upper\_bridge **=** dataset['Alkaline\_Phosphotase']**.**quantile(0.75) **+** (IQR**\***3)

print(lower\_bridge)

print(upper\_bridge)

*# if value greater than upper bridge, we replace that value with upper\_bridge value:*

dataset**.**loc[dataset['Alkaline\_Phosphotase'] **>=** upper\_bridge, 'Alkaline\_Phosphotase'] **=** upper\_bridge

-192.0

665.5

In [27]:

*# Lets compute the Interquantile range of Alamine\_Aminotransferase feature to calculate the boundaries:*

IQR **=** dataset**.**Alamine\_Aminotransferase**.**quantile(0.75) **-** dataset**.**Alamine\_Aminotransferase**.**quantile(0.25)

*# Extreme outliers*

lower\_bridge **=** dataset['Alamine\_Aminotransferase']**.**quantile(0.25) **-** (IQR**\***3)

upper\_bridge **=** dataset['Alamine\_Aminotransferase']**.**quantile(0.75) **+** (IQR**\***3)

print(lower\_bridge)

print(upper\_bridge)

*# if value greater than upper bridge, we replace that value with upper\_bridge value:*

dataset**.**loc[dataset['Alamine\_Aminotransferase'] **>=** upper\_bridge, 'Alamine\_Aminotransferase'] **=** upper\_bridge

-89.5

173.0

In [28]:

*# Lets compute the Interquantile range of Aspartate\_Aminotransferase feature to calculate the boundaries:*

IQR **=** dataset**.**Aspartate\_Aminotransferase**.**quantile(0.75) **-** dataset**.**Aspartate\_Aminotransferase**.**quantile(0.25)

*# Extreme outliers*

lower\_bridge **=** dataset['Aspartate\_Aminotransferase']**.**quantile(0.25) **-** (IQR**\***3)

upper\_bridge **=** dataset['Aspartate\_Aminotransferase']**.**quantile(0.75) **+** (IQR**\***3)

print(lower\_bridge)

print(upper\_bridge)

*# if value greater than upper bridge, we replace that value with upper\_bridge value:*

dataset**.**loc[dataset['Aspartate\_Aminotransferase'] **>=** upper\_bridge, 'Aspartate\_Aminotransferase'] **=** upper\_bridge

-161.0

273.0

In [29]:

*# Lets compute the Interquantile range of Albumin\_and\_Globulin\_Ratio feature to calculate the boundaries*

IQR **=** dataset**.**Albumin\_and\_Globulin\_Ratio**.**quantile(0.75) **-** dataset**.**Albumin\_and\_Globulin\_Ratio**.**quantile(0.25)

*# Extreme outliers*

lower\_bridge **=** dataset['Albumin\_and\_Globulin\_Ratio']**.**quantile(0.25) **-** (IQR**\***3)

upper\_bridge **=** dataset['Albumin\_and\_Globulin\_Ratio']**.**quantile(0.75) **+** (IQR**\***3)

print(lower\_bridge)

print(upper\_bridge)

*# if value greater than upper bridge, we replace that value with upper\_bridge value:*

dataset**.**loc[dataset['Albumin\_and\_Globulin\_Ratio'] **>=** upper\_bridge, 'Albumin\_and\_Globulin\_Ratio'] **=** upper\_bridge

-0.5000000000000004

2.3000000000000007

In [30]:

*# Top 5 records:*

dataset**.**head()

Out[30]:

|  | **Age** | **Gender** | **Total\_Bilirubin** | **Alkaline\_Phosphotase** | **Alamine\_Aminotransferase** | **Aspartate\_Aminotransferase** | **Total\_Protiens** | **Albumin** | **Albumin\_and\_Globulin\_Ratio** | **Dataset** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **0** | 65 | 0 | 0.7 | 187.0 | 16.0 | 18.0 | 6.8 | 3.3 | 0.90 | 1 |
| **1** | 62 | 1 | 8.0 | 665.5 | 64.0 | 100.0 | 7.5 | 3.2 | 0.74 | 1 |
| **2** | 62 | 1 | 7.3 | 490.0 | 60.0 | 68.0 | 7.0 | 3.3 | 0.89 | 1 |
| **3** | 58 | 1 | 1.0 | 182.0 | 14.0 | 20.0 | 6.8 | 3.4 | 1.00 | 1 |
| **4** | 72 | 1 | 3.9 | 195.0 | 27.0 | 59.0 | 7.3 | 2.4 | 0.40 | 1 |

In [31]:

*# Description after deal with outliers by IQR:*

dataset**.**describe()

Out[31]:

|  | **Age** | **Gender** | **Total\_Bilirubin** | **Alkaline\_Phosphotase** | **Alamine\_Aminotransferase** | **Aspartate\_Aminotransferase** | **Total\_Protiens** | **Albumin** | **Albumin\_and\_Globulin\_Ratio** | **Dataset** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **count** | 583.000000 | 583.000000 | 583.000000 | 583.000000 | 583.000000 | 583.000000 | 583.000000 | 583.000000 | 583.000000 | 583.000000 |
| **mean** | 44.746141 | 0.756432 | 2.249400 | 266.389365 | 53.399657 | 73.041166 | 6.483190 | 3.141852 | 0.945403 | 1.286449 |
| **std** | 16.189833 | 0.429603 | 2.382344 | 145.665460 | 46.059536 | 73.549864 | 1.085451 | 0.795519 | 0.310942 | 0.452490 |
| **min** | 4.000000 | 0.000000 | 0.400000 | 63.000000 | 10.000000 | 10.000000 | 2.700000 | 0.900000 | 0.300000 | 1.000000 |
| **25%** | 33.000000 | 1.000000 | 0.800000 | 175.500000 | 23.000000 | 25.000000 | 5.800000 | 2.600000 | 0.700000 | 1.000000 |
| **50%** | 45.000000 | 1.000000 | 1.000000 | 208.000000 | 35.000000 | 42.000000 | 6.600000 | 3.100000 | 0.930000 | 1.000000 |
| **75%** | 58.000000 | 1.000000 | 2.600000 | 298.000000 | 60.500000 | 87.000000 | 7.200000 | 3.800000 | 1.100000 | 2.000000 |
| **max** | 90.000000 | 1.000000 | 8.000000 | 665.500000 | 173.000000 | 273.000000 | 9.600000 | 5.500000 | 2.300000 | 2.000000 |

In [32]:

*# Independent and Dependent Feature:*

X **=** dataset**.**iloc[:, :**-**1]

y **=** dataset**.**iloc[:, **-**1]

In [33]:

*# top 5 records of Independent features:*

X**.**head()

Out[33]:

|  | **Age** | **Gender** | **Total\_Bilirubin** | **Alkaline\_Phosphotase** | **Alamine\_Aminotransferase** | **Aspartate\_Aminotransferase** | **Total\_Protiens** | **Albumin** | **Albumin\_and\_Globulin\_Ratio** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **0** | 65 | 0 | 0.7 | 187.0 | 16.0 | 18.0 | 6.8 | 3.3 | 0.90 |
| **1** | 62 | 1 | 8.0 | 665.5 | 64.0 | 100.0 | 7.5 | 3.2 | 0.74 |
| **2** | 62 | 1 | 7.3 | 490.0 | 60.0 | 68.0 | 7.0 | 3.3 | 0.89 |
| **3** | 58 | 1 | 1.0 | 182.0 | 14.0 | 20.0 | 6.8 | 3.4 | 1.00 |
| **4** | 72 | 1 | 3.9 | 195.0 | 27.0 | 59.0 | 7.3 | 2.4 | 0.40 |

In [34]:

*# top 5 records of dependent features:*

y**.**head()

Out[34]:

0 1

1 1

2 1

3 1

4 1

Name: Dataset, dtype: int64

In [36]:

pip install imblearn

Collecting imblearn

Using cached imblearn-0.0-py2.py3-none-any.whl (1.9 kB)

Collecting imbalanced-learn

Using cached imbalanced\_learn-0.9.1-py3-none-any.whl (199 kB)

Requirement already satisfied: numpy>=1.17.3 in c:\users\91739\anaconda3\lib\site-packages (from imbalanced-learn->imblearn) (1.20.1)

Requirement already satisfied: joblib>=1.0.0 in c:\users\91739\anaconda3\lib\site-packages (from imbalanced-learn->imblearn) (1.0.1)

Requirement already satisfied: scipy>=1.3.2 in c:\users\91739\anaconda3\lib\site-packages (from imbalanced-learn->imblearn) (1.6.2)

Requirement already satisfied: threadpoolctl>=2.0.0 in c:\users\91739\anaconda3\lib\site-packages (from imbalanced-learn->imblearn) (2.1.0)

Collecting scikit-learn>=1.1.0

Downloading scikit\_learn-1.1.2-cp38-cp38-win\_amd64.whl (7.3 MB)

Installing collected packages: scikit-learn, imbalanced-learn, imblearn

Attempting uninstall: scikit-learn

Found existing installation: scikit-learn 0.24.1

Uninstalling scikit-learn-0.24.1:

Successfully uninstalled scikit-learn-0.24.1

Successfully installed imbalanced-learn-0.9.1 imblearn-0.0 scikit-learn-1.1.2

Note: you may need to restart the kernel to use updated packages.

In [37]:

*# SMOTE Technique:*

**from** imblearn.combine **import** SMOTETomek

smote **=** SMOTETomek()

X\_smote, y\_smote **=** smote**.**fit\_resample(X,y)

In [38]:

*# Counting before and after SMOTE:*

**from** collections **import** Counter

print('Before SMOTE : ', Counter(y))

print('After SMOTE : ', Counter(y\_smote))

Before SMOTE : Counter({1: 416, 2: 167})

After SMOTE : Counter({1: 390, 2: 390})

In [39]:

*# Train Test Split:*

**from** sklearn.model\_selection **import** train\_test\_split

X\_train,X\_test,y\_train,y\_test **=** train\_test\_split(X\_smote,y\_smote, test\_size**=**0.3, random\_state**=**33)

In [40]:

print(X\_train**.**shape)

print(X\_test**.**shape)

(546, 9)

(234, 9)

In [41]:

*# Feature Importance :*

**from** sklearn.feature\_selection **import** SelectKBest

**from** sklearn.feature\_selection **import** chi2

*### Apply SelectKBest Algorithm*

ordered\_rank\_features**=**SelectKBest(score\_func**=**chi2,k**=**9)

ordered\_feature**=**ordered\_rank\_features**.**fit(X,y)

dfscores**=**pd**.**DataFrame(ordered\_feature**.**scores\_,columns**=**["Score"])

dfcolumns**=**pd**.**DataFrame(X**.**columns)

features\_rank**=**pd**.**concat([dfcolumns,dfscores],axis**=**1)

features\_rank**.**columns**=**['Features','Score']

features\_rank**.**nlargest(9, 'Score')

Out[41]:

|  | **Features** | **Score** |
| --- | --- | --- |
| **5** | Aspartate\_Aminotransferase | 3368.743077 |
| **3** | Alkaline\_Phosphotase | 2385.790640 |
| **4** | Alamine\_Aminotransferase | 1717.348297 |
| **2** | Total\_Bilirubin | 127.476411 |
| **0** | Age | 64.315174 |
| **7** | Albumin | 3.053371 |
| **8** | Albumin\_and\_Globulin\_Ratio | 1.704602 |
| **1** | Gender | 0.964518 |
| **6** | Total\_Protiens | 0.129627 |

**There is no need of Standardization and Normalization of our dataset, as we using Ensemble Technique.**

In [42]:

*# Importing Performance Metrics:*

**from** sklearn.metrics **import** accuracy\_score, confusion\_matrix, classification\_report

In [43]:

*# RandomForestClassifier:*

**from** sklearn.ensemble **import** RandomForestClassifier

RandomForest **=** RandomForestClassifier()

RandomForest **=** RandomForest**.**fit(X\_train,y\_train)

*# Predictions:*

y\_pred **=** RandomForest**.**predict(X\_test)

*# Performance:*

print('Accuracy:', accuracy\_score(y\_test,y\_pred))

print(confusion\_matrix(y\_test,y\_pred))

print(classification\_report(y\_test,y\_pred))

Accuracy: 0.8589743589743589

[[ 98 17]

[ 16 103]]

precision recall f1-score support

1 0.86 0.85 0.86 115

2 0.86 0.87 0.86 119

accuracy 0.86 234

macro avg 0.86 0.86 0.86 234

weighted avg 0.86 0.86 0.86 234

In [44]:

*# AdaBoostClassifier:*

**from** sklearn.ensemble **import** AdaBoostClassifier

AdaBoost **=** AdaBoostClassifier()

AdaBoost **=** AdaBoost**.**fit(X\_train,y\_train)

*# Predictions:*

y\_pred **=** AdaBoost**.**predict(X\_test)

*# Performance:*

print('Accuracy:', accuracy\_score(y\_test,y\_pred))

print(confusion\_matrix(y\_test,y\_pred))

print(classification\_report(y\_test,y\_pred))

Accuracy: 0.7735042735042735

[[88 27]

[26 93]]

precision recall f1-score support

1 0.77 0.77 0.77 115

2 0.78 0.78 0.78 119

accuracy 0.77 234

macro avg 0.77 0.77 0.77 234

weighted avg 0.77 0.77 0.77 234

In [45]:

*# GradientBoostingClassifier:*

**from** sklearn.ensemble **import** GradientBoostingClassifier

GradientBoost **=** GradientBoostingClassifier()

GradientBoost **=** GradientBoost**.**fit(X\_train,y\_train)

*# Predictions:*

y\_pred **=** GradientBoost**.**predict(X\_test)

*# Performance:*

print('Accuracy:', accuracy\_score(y\_test,y\_pred))

print(confusion\_matrix(y\_test,y\_pred))

print(classification\_report(y\_test,y\_pred))

Accuracy: 0.7863247863247863

[[94 21]

[29 90]]

precision recall f1-score support

1 0.76 0.82 0.79 115

2 0.81 0.76 0.78 119

accuracy 0.79 234

macro avg 0.79 0.79 0.79 234

weighted avg 0.79 0.79 0.79 234

**RandomizedSearchCV**

In [46]:

*# Importing RandomizedSearchCV:*

**from** sklearn.model\_selection **import** RandomizedSearchCV

In [47]:

*# Number of trees in random forest:*

n\_estimators **=** [int(x) **for** x **in** np**.**linspace(start **=** 100, stop **=** 2000, num **=** 20)]

*# Number of features to consider at every split:*

max\_features **=** ['auto', 'sqrt','log2']

*# Maximum number of levels in tree:*

max\_depth **=** [int(x) **for** x **in** np**.**linspace(100, 100,20)]

*# Minimum number of samples required to split a node:*

min\_samples\_split **=** [1,2,3,4,5,6,7,8,9,10,12,14,16,18,20]

*# Minimum number of samples required at each leaf node:*

min\_samples\_leaf **=** [1,2,3,4,5,6,7,8,9,10,12,14,16,18,20]

In [48]:

*# Create the random grid:*

random\_grid **=** {'n\_estimators': n\_estimators,

'max\_features': max\_features,

'max\_depth': max\_depth,

'min\_samples\_split': min\_samples\_split,

'min\_samples\_leaf': min\_samples\_leaf,

'criterion':['entropy','gini']}

print(random\_grid)

{'n\_estimators': [100, 200, 300, 400, 500, 600, 700, 800, 900, 1000, 1100, 1200, 1300, 1400, 1500, 1600, 1700, 1800, 1900, 2000], 'max\_features': ['auto', 'sqrt', 'log2'], 'max\_depth': [100, 100, 100, 100, 100, 100, 100, 100, 100, 100, 100, 100, 100, 100, 100, 100, 100, 100, 100, 100], 'min\_samples\_split': [1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 12, 14, 16, 18, 20], 'min\_samples\_leaf': [1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 12, 14, 16, 18, 20], 'criterion': ['entropy', 'gini']}

In [49]:

rf **=** RandomForestClassifier()

rf\_randomcv **=** RandomizedSearchCV(estimator **=** rf, param\_distributions **=** random\_grid, n\_iter **=** 100, cv **=** 5, verbose **=** 2,

random\_state **=** 0, n\_jobs **=** **-**1)

*# fit the randomized model:*

rf\_randomcv**.**fit(X\_train,y\_train)

Fitting 5 folds for each of 100 candidates, totalling 500 fits

C:\Users\91739\anaconda3\lib\site-packages\sklearn\model\_selection\\_validation.py:378: FitFailedWarning:

40 fits failed out of a total of 500.

The score on these train-test partitions for these parameters will be set to nan.

If these failures are not expected, you can try to debug them by setting error\_score='raise'.

Below are more details about the failures:

--------------------------------------------------------------------------------

40 fits failed with the following error:

Traceback (most recent call last):

File "C:\Users\91739\anaconda3\lib\site-packages\sklearn\model\_selection\\_validation.py", line 686, in \_fit\_and\_score

estimator.fit(X\_train, y\_train, \*\*fit\_params)

File "C:\Users\91739\anaconda3\lib\site-packages\sklearn\ensemble\\_forest.py", line 476, in fit

trees = Parallel(

File "C:\Users\91739\anaconda3\lib\site-packages\joblib\parallel.py", line 1041, in \_\_call\_\_

if self.dispatch\_one\_batch(iterator):

File "C:\Users\91739\anaconda3\lib\site-packages\joblib\parallel.py", line 859, in dispatch\_one\_batch

self.\_dispatch(tasks)

File "C:\Users\91739\anaconda3\lib\site-packages\joblib\parallel.py", line 777, in \_dispatch

job = self.\_backend.apply\_async(batch, callback=cb)

File "C:\Users\91739\anaconda3\lib\site-packages\joblib\\_parallel\_backends.py", line 208, in apply\_async

result = ImmediateResult(func)

File "C:\Users\91739\anaconda3\lib\site-packages\joblib\\_parallel\_backends.py", line 572, in \_\_init\_\_

self.results = batch()

File "C:\Users\91739\anaconda3\lib\site-packages\joblib\parallel.py", line 262, in \_\_call\_\_

return [func(\*args, \*\*kwargs)

File "C:\Users\91739\anaconda3\lib\site-packages\joblib\parallel.py", line 262, in

return [func(\*args, \*\*kwargs)

File "C:\Users\91739\anaconda3\lib\site-packages\sklearn\utils\fixes.py", line 117, in \_\_call\_\_

return self.function(\*args, \*\*kwargs)

File "C:\Users\91739\anaconda3\lib\site-packages\sklearn\ensemble\\_forest.py", line 189, in \_parallel\_build\_trees

tree.fit(X, y, sample\_weight=curr\_sample\_weight, check\_input=False)

File "C:\Users\91739\anaconda3\lib\site-packages\sklearn\tree\\_classes.py", line 969, in fit

super().fit(

File "C:\Users\91739\anaconda3\lib\site-packages\sklearn\tree\\_classes.py", line 265, in fit

check\_scalar(

File "C:\Users\91739\anaconda3\lib\site-packages\sklearn\utils\validation.py", line 1480, in check\_scalar

raise ValueError(

ValueError: min\_samples\_split == 1, must be >= 2.

warnings.warn(some\_fits\_failed\_message, FitFailedWarning)

C:\Users\91739\anaconda3\lib\site-packages\sklearn\model\_selection\\_search.py:953: UserWarning: One or more of the test scores are non-finite: [ nan 0.71981651 0.75089241 0.7253211 0.71979983 0.72900751

0.75276063 0.72900751 0.74178482 0.75823186 0.71984987 0.72900751

0.72348624 0.71252711 0.72348624 0.7253211 0.71983319 0.75274395

0.73264387 0.76373645 nan 0.72717264 0.76185154 0.72165138

0.72348624 0.71983319 0.73084237 0.74545455 0.74722269 0.73451209

0.72346956 nan 0.73998332 0.74175146 0.72715596 0.73449541

0.72533778 0.75638032 0.76371977 0.74727273 0.72902419 0.71618015

0.72165138 0.71067556 0.71618015 0.73998332 nan 0.72166806

nan 0.72528774 0.73449541 0.71801501 0.73451209 0.74361968

0.72718932 0.743603 0.7581985 0.75274395 0.71983319 0.73447873

0.7235196 0.73633028 0.71618015 0.73262719 0.77284404 0.72533778

0.74176814 0.7235196 0.73446205 0.72166806 nan 0.74905755

0.73082569 0.73079233 0.73629691 0.74178482 0.73816514 0.72717264

0.72717264 0.71983319 0.74356964 0.72717264 0.74363636 nan

0.71434529 0.75454545 0.73634696 0.76737281 0.74178482 0.76005004

0.74543786 0.75641368 nan 0.74545455 0.72165138 0.71801501

0.73267723 0.72718932 0.72899083 0.72715596]

warnings.warn(

C:\Users\91739\anaconda3\lib\site-packages\sklearn\ensemble\\_forest.py:427: FutureWarning: `max\_features='auto'` has been deprecated in 1.1 and will be removed in 1.3. To keep the past behaviour, explicitly set `max\_features='sqrt'` or remove this parameter as it is also the default value for RandomForestClassifiers and ExtraTreesClassifiers.

warn(

Out[49]:

RandomizedSearchCV(cv=5, estimator=RandomForestClassifier(), n\_iter=100,

n\_jobs=-1,

param\_distributions={'criterion': ['entropy', 'gini'],

'max\_depth': [100, 100, 100, 100, 100,

100, 100, 100, 100, 100,

100, 100, 100, 100, 100,

100, 100, 100, 100, 100],

'max\_features': ['auto', 'sqrt',

'log2'],

'min\_samples\_leaf': [1, 2, 3, 4, 5, 6,

7, 8, 9, 10, 12,

14, 16, 18, 20],

'min\_samples\_split': [1, 2, 3, 4, 5, 6,

7, 8, 9, 10, 12,

14, 16, 18, 20],

'n\_estimators': [100, 200, 300, 400,

500, 600, 700, 800,

900, 1000, 1100, 1200,

1300, 1400, 1500, 1600,

1700, 1800, 1900,

2000]},

random\_state=0, verbose=2)

**In a Jupyter environment, please rerun this cell to show the HTML representation or trust the notebook.  
On GitHub, the HTML representation is unable to render, please try loading this page with nbviewer.org.**

In [50]:

*# Best parameter of RandomizedSearchCV:*

rf\_randomcv**.**best\_params\_

Out[50]:

{'n\_estimators': 200,

'min\_samples\_split': 6,

'min\_samples\_leaf': 1,

'max\_features': 'auto',

'max\_depth': 100,

'criterion': 'entropy'}

In [51]:

*# Creating model using best parameter of RandomizedSearchCV:*

RandomForest\_RandomCV **=** RandomForestClassifier(criterion **=** 'entropy', n\_estimators **=** 2000, max\_depth **=** 100, max\_features **=** 'log2',

min\_samples\_split **=** 3, min\_samples\_leaf **=** 2)

RandomForest\_RandomCV **=** RandomForest\_RandomCV**.**fit(X\_train,y\_train)

*# Predictions:*

y\_pred **=** RandomForest\_RandomCV**.**predict(X\_test)

*# Performance:*

print('Accuracy:', accuracy\_score(y\_test,y\_pred))

print(confusion\_matrix(y\_test,y\_pred))

print(classification\_report(y\_test,y\_pred))

Accuracy: 0.8461538461538461

[[ 97 18]

[ 18 101]]

precision recall f1-score support

1 0.84 0.84 0.84 115

2 0.85 0.85 0.85 119

accuracy 0.85 234

macro avg 0.85 0.85 0.85 234

weighted avg 0.85 0.85 0.85 234

**GridSearchCV**

In [52]:

*# Importing GridSearchCV:*

**from** sklearn.model\_selection **import** GridSearchCV

In [53]:

*# Best parameter:*

rf\_randomcv**.**best\_params\_

Out[53]:

{'n\_estimators': 200,

'min\_samples\_split': 6,

'min\_samples\_leaf': 1,

'max\_features': 'auto',

'max\_depth': 100,

'criterion': 'entropy'}

In [54]:

param\_grid **=** {

'criterion': [rf\_randomcv**.**best\_params\_['criterion']],

'max\_features': [rf\_randomcv**.**best\_params\_['max\_features']],

'max\_depth': [rf\_randomcv**.**best\_params\_['max\_depth']**-**50,

rf\_randomcv**.**best\_params\_['max\_depth'],

rf\_randomcv**.**best\_params\_['max\_depth']**+**50],

'min\_samples\_leaf': [rf\_randomcv**.**best\_params\_['min\_samples\_leaf']**-**1,

rf\_randomcv**.**best\_params\_['min\_samples\_leaf'],

rf\_randomcv**.**best\_params\_['min\_samples\_leaf']**+**1],

'min\_samples\_split': [rf\_randomcv**.**best\_params\_['min\_samples\_split'] **-** 1,

rf\_randomcv**.**best\_params\_['min\_samples\_split'],

rf\_randomcv**.**best\_params\_['min\_samples\_split'] **+**1],

'n\_estimators': [rf\_randomcv**.**best\_params\_['n\_estimators'] **-** 50,

rf\_randomcv**.**best\_params\_['n\_estimators'],

rf\_randomcv**.**best\_params\_['n\_estimators'] **+** 50]

}

print(param\_grid)

{'criterion': ['entropy'], 'max\_features': ['auto'], 'max\_depth': [50, 100, 150], 'min\_samples\_leaf': [0, 1, 2], 'min\_samples\_split': [5, 6, 7], 'n\_estimators': [150, 200, 250]}

In [55]:

*# Fit the grid\_search to the data:*

rf **=** RandomForestClassifier()

grid\_search **=** GridSearchCV(estimator **=** rf, param\_grid **=** param\_grid, cv**=**5 , n\_jobs **=** **-**1, verbose **=** 2)

grid\_search**.**fit(X\_train,y\_train)

Fitting 5 folds for each of 81 candidates, totalling 405 fits

C:\Users\91739\anaconda3\lib\site-packages\sklearn\model\_selection\\_validation.py:378: FitFailedWarning:

135 fits failed out of a total of 405.

The score on these train-test partitions for these parameters will be set to nan.

If these failures are not expected, you can try to debug them by setting error\_score='raise'.

Below are more details about the failures:

--------------------------------------------------------------------------------

135 fits failed with the following error:

Traceback (most recent call last):

File "C:\Users\91739\anaconda3\lib\site-packages\sklearn\model\_selection\\_validation.py", line 686, in \_fit\_and\_score

estimator.fit(X\_train, y\_train, \*\*fit\_params)

File "C:\Users\91739\anaconda3\lib\site-packages\sklearn\ensemble\\_forest.py", line 476, in fit

trees = Parallel(

File "C:\Users\91739\anaconda3\lib\site-packages\joblib\parallel.py", line 1041, in \_\_call\_\_

if self.dispatch\_one\_batch(iterator):

File "C:\Users\91739\anaconda3\lib\site-packages\joblib\parallel.py", line 859, in dispatch\_one\_batch

self.\_dispatch(tasks)

File "C:\Users\91739\anaconda3\lib\site-packages\joblib\parallel.py", line 777, in \_dispatch

job = self.\_backend.apply\_async(batch, callback=cb)

File "C:\Users\91739\anaconda3\lib\site-packages\joblib\\_parallel\_backends.py", line 208, in apply\_async

result = ImmediateResult(func)

File "C:\Users\91739\anaconda3\lib\site-packages\joblib\\_parallel\_backends.py", line 572, in \_\_init\_\_

self.results = batch()

File "C:\Users\91739\anaconda3\lib\site-packages\joblib\parallel.py", line 262, in \_\_call\_\_

return [func(\*args, \*\*kwargs)

File "C:\Users\91739\anaconda3\lib\site-packages\joblib\parallel.py", line 262, in

return [func(\*args, \*\*kwargs)

File "C:\Users\91739\anaconda3\lib\site-packages\sklearn\utils\fixes.py", line 117, in \_\_call\_\_

return self.function(\*args, \*\*kwargs)

File "C:\Users\91739\anaconda3\lib\site-packages\sklearn\ensemble\\_forest.py", line 189, in \_parallel\_build\_trees

tree.fit(X, y, sample\_weight=curr\_sample\_weight, check\_input=False)

File "C:\Users\91739\anaconda3\lib\site-packages\sklearn\tree\\_classes.py", line 969, in fit

super().fit(

File "C:\Users\91739\anaconda3\lib\site-packages\sklearn\tree\\_classes.py", line 247, in fit

check\_scalar(

File "C:\Users\91739\anaconda3\lib\site-packages\sklearn\utils\validation.py", line 1480, in check\_scalar

raise ValueError(

ValueError: min\_samples\_leaf == 0, must be >= 1.

warnings.warn(some\_fits\_failed\_message, FitFailedWarning)

C:\Users\91739\anaconda3\lib\site-packages\sklearn\model\_selection\\_search.py:953: UserWarning: One or more of the test scores are non-finite: [ nan nan nan nan nan nan

nan nan nan 0.77653044 0.75452877 0.76735613

0.76740617 0.78018349 0.76555463 0.76376981 0.76553795 0.756397

0.76375313 0.75089241 0.76190158 0.7581985 0.75634696 0.76738949

0.75823186 0.76552127 0.75638032 nan nan nan

nan nan nan nan nan nan

0.74904087 0.75452877 0.76003336 0.76553795 0.77653044 0.77100917

0.76553795 0.7618849 0.75821518 0.76001668 0.76001668 0.76003336

0.76370309 0.74904087 0.75818182 0.76555463 0.74907423 0.76001668

nan nan nan nan nan nan

nan nan nan 0.7728774 0.76920767 0.76555463

0.7581985 0.75641368 0.76366972 0.75454545 0.76003336 0.76190158

0.74907423 0.75821518 0.76552127 0.756397 0.75823186 0.7581985

0.76185154 0.75816514 0.75636364]

warnings.warn(

C:\Users\91739\anaconda3\lib\site-packages\sklearn\ensemble\\_forest.py:427: FutureWarning: `max\_features='auto'` has been deprecated in 1.1 and will be removed in 1.3. To keep the past behaviour, explicitly set `max\_features='sqrt'` or remove this parameter as it is also the default value for RandomForestClassifiers and ExtraTreesClassifiers.

warn(

Out[55]:

GridSearchCV(cv=5, estimator=RandomForestClassifier(), n\_jobs=-1,

param\_grid={'criterion': ['entropy'], 'max\_depth': [50, 100, 150],

'max\_features': ['auto'],

'min\_samples\_leaf': [0, 1, 2],

'min\_samples\_split': [5, 6, 7],

'n\_estimators': [150, 200, 250]},

verbose=2)

**In a Jupyter environment, please rerun this cell to show the HTML representation or trust the notebook.  
On GitHub, the HTML representation is unable to render, please try loading this page with nbviewer.org.**

In [59]:

*# Best Parameter of GridSearchCV:*

grid\_search**.**best\_params\_

Out[59]:

{'criterion': 'entropy',

'max\_depth': 50,

'max\_features': 'auto',

'min\_samples\_leaf': 1,

'min\_samples\_split': 6,

'n\_estimators': 200}

In [60]:

*# Creating model using best parameter of GridSearchCV:*

RandomForest\_gridCV **=** RandomForestClassifier(criterion**=**'entropy', n\_estimators**=**1950, max\_depth**=**150, max\_features**=**'log2',

min\_samples\_split**=**2, min\_samples\_leaf**=**1)

RandomForest\_gridCv **=** RandomForest\_gridCV**.**fit(X\_train,y\_train)

*# Predictions:*

y\_pred **=** RandomForest\_gridCV**.**predict(X\_test)

*# Performance:*

print('Accuracy:', accuracy\_score(y\_test,y\_pred))

print(confusion\_matrix(y\_test,y\_pred))

print(classification\_report(y\_test,y\_pred))

Accuracy: 0.8547008547008547

[[ 98 17]

[ 17 102]]

precision recall f1-score support

1 0.85 0.85 0.85 115

2 0.86 0.86 0.86 119

accuracy 0.85 234

macro avg 0.85 0.85 0.85 234

weighted avg 0.85 0.85 0.85 234

**- We saw that after doing RandomizedSearchCV and GridSearchCV, Our accuracy, Precision, Recall, f1-Score doesn't increase.**

In [61]:

*# Creating a pickle file for the classifier*

**import** pickle

filename **=** 'Liver.pkl'

pickle**.**dump(RandomForestClassifier, open(filename, 'wb'))

In [ ]:

In [ ]: